Data Mining COMP6237 – Individual coursework

Nicola Vitale

MSc Data Science

nv5g15@soton.ac.uk

**ABSTRACT**

In this paper the experience of understanding unstructured data is reported. The coursework, as part of the Data Mining module, involved the understanding of a series of texts data using various techniques.

# INTRODUCTION

The data provided consisted of a corpus of 24 books. For each book we have the output of OCR processing: the content of each page has been provided as an html file.

The approach used involved two main phases:

* Data preprocessing
* Understanding the data

In the first phase the effort was aimed at obtaining the raw data by extracting the text and finding an appropriate data structure to work with Python. In the second phase various data mining techniques have been applied to the data corpus in order to understand its hidden structure.

# DATA PREPROCESSING

Initially the text of the books has been extracted from the html files. For this purpose, it has been convenient to use the ***os library*** to iterate through the files and the ***re library*** to remove html tags keeping the text of each page. A regular expression to identify each tag has been found and once the page was cleaned the text of the book has been recreated and saved as a txt file. The output of this operation consisted in 24 txt files corresponding to the books texts (Figure 1).

![](data:image/png;base64,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)

Figure : Texts collections

Then it has been decided to work with two main lists in Python: a list of 24 texts and a parallel list with the corresponding titles. These data structures have been saved using ***pickle library***. In general, over the project, this library has proved to be very useful since it allowed to save the output of phase and reassigning it to a variable (Figure 2).
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Figure : Python lists

# UNDERSTANDING DATA

## Feature extraction and VSM

The approach followed to mine the texts is the Vector Space Model. In order to represent documents as vectors we have to create the lexicon of words whose size will be the one of our vectors space and then a document term frequency matrix.

Two main steps have been followed:

# Tokenization

* Cleaning

Texts are tokenized and each token is passed to the cleaner before being added to the lexicon.

For the tokenization ***nltk library*** has been used. This library allows the tokenization by sentence and by word, so two FOR-loop has been used and the punctuation caught as individual token.

The cleaning consisted of four operations: eliminating numbers, eliminating stop-words, eliminating tokens with less than 3 characters and stemming.

The phase of stemming consists in keeping just the roots of words in order to consider different forms of the same verb or noun as the same feature. Since in the following analysis it is always used the array of stemmed tokens as documents feature it may be convenient to create a data object that relate the stems to the full tokens. Using ***pandas library*** a data frame has been created using stems as indexes (rows) and one column with the corresponding token (to obtain the two list we just need to include and exclude the stemming phase). This array turned to contain 5,618,845 terms: the so high number appears because terms are repeated (this way when searching for a stem just the first matching token is returned, this is a limit).

## Cosine similarity and Tf-idf matrix

At this point we can compute the cosine similarity of each document compared to the others and the tf-idf matrix. These will be respectively used in the hierarchical clustering and in the kmeans clustering.

The ***sklearn library***  provides useful functions: it is possible to obtain the tf-idf matrix from the row texts using *TfidfVectorizer* and from the tf-idf matrix compute the cosine similarity for each document with respect to the others.

1. **from** sklearn.feature\_extraction.text **import** TfidfVectorizer
2. tfidf\_vectorizer = TfidfVectorizer(max\_df=0.8, max\_features=200000,
3. min\_df=0.2, stop\_words='english',
4. use\_idf=True, tokenizer=tokenize\_and\_stem, ngram\_range=(1,2))
5. tfidf\_matrix = tfidf\_vectorizer.fit\_transform(b\_list)

As shown in the above code snippet the *TfidfVectorizer* can takes input parameters that allow us to vary the features we want to include in the tf-idf matrix:

max\_df, maximum within document frequency for a term to be included in the matrix.

max\_features, maximum number of features of the matrix

min\_df, minimum percentage of documents a term must be in to be included (activated with use\_idf=True)

stop\_words, vocabulary of stop-words to be filtered

tokenizer=tokenize\_and\_stem, we can assign to tokenizer a python function that tokenize and clean the text

ngram\_range, in this case we consider uni-gram and bi-gram.

The tokenizer function as specified is defined with the following code snippet:

1. **def** tokenize\_and\_stem(text):
2. tokens = [word **for** sent **in** nltk.sent\_tokenize(text) **for** word **in** nltk.word\_tokenize(sent)]
3. filtered\_tokens = []
4. stems = []
5. **for** token **in** tokens:
6. **if** re.search('[a-zA-Z]', token):
7. **if** token **not** **in** stopwords:
8. **if** len(token) > 2:
9. filtered\_tokens.append(token)
10. **for** t **in** filtered\_tokens:
11. stemmer.stem(t).encode("ascii", errors="ignore")
12. **if** len(t) > 2:
13. stems.append(t)
14. **return** stems

Where the text variable is our list of books.

Given this parameters it is possible to vary them and regulate the dimension and therefore the sparsity of the tf-idf matrix.

|  |  |
| --- | --- |
| **Parameters** | **Tf-idf matrix features** |
| Filtering tokens shorter than 4 char  max\_df: 0.8  min\_df: 0.2  ngram\_range= (1,3) | 28,036 |
| Filtering tokens shorter than 3 char  max\_df: 0.8  min\_df: 0.2  ngram\_range= (1,3) | 30,965 |
| Filtering tokens shorter than 3 char  max\_df: 0.7  min\_df: 0.3  ngram\_range= (1,2) | 10,917 |

## Hierarchical clustering

## Kmeans clustering and multidimensional scaling
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